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CS 435 – Project 1: Trees

**Due Dates:**

* **Parts 1-3 due 11:59pm, February 25th.**
* **Parts 4-7 due 11:59pm, March 4th.**
* **Part 8 due 11:59pm, March 12th.**

For this project, you will be responsible for uploading all code in a Github repository. Please print this and turn in all written answers here. **Do not turn in written code here! Code must be submitted via a link to a Github repository!**

Sresht will personally review all of the code you submit, and leave comments on what you can improve on. For Project 1, you will be required to amend your code and push it back up to address those code comments. For Project 2, you will be required to give your peers code review yourself! So please pay attention to what kinds of comments I am making in code review.

Note: For this project, you may use whatever programming language you want. However, we have implemented this project in Java, Python, and C++, so using one of those languages would make it significantly easier to get help from me and the TAs.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Part: | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | Total |
| Points: | 20 | 10 | 5 | 20 | 15 | 15 | 0 | 15 | 100 |
| Score: |  |  |  |  |  |  |  |  |  |

# 1. (20 points) Binary Search Trees

## (2 points) In your own words, list the properties of a Binary Search Tree (BST).

A binary search tree is a type of tree which possess three main properties: one, it has two children max; two: the left child is less than the root, which in turn is less than the right child; and three: it has no duplicate values. All trees consist of nodes, which have store data, typically a value or set of values, and either have children, or no children, which makes them a leaf. The node from which all other nodes are descendants is known as the root.

## (2 points) What are the respective asymptotic worst-case run-times of each of the following operations of a BST? Give a Θ bound if appropriate. Justify your answers. You do NOT need to do a line-by-line analysis of code.

### Insert

### Delete

### Find-next

### Find-prev

### Find-min

### Find-max

1. Worst case is O(n), where n = the number of nodes in the tree. The worst case is when every node must be visited, such as in a tree where the height = # of nodes (skewed tree).
2. Worst case is O(n), for the same reasons as insert.
3. Same
4. Same
5. Same

## Same (8 points) (You must submit code for part of this question!) Use the framework below to describe how you would recursively implement the following methods of a Binary Search Tree. Afterwards, submit an implementation of all of the methods in your GitHub. Note that the Rec suffix simply means that the function is recursive.

### insertRec

### deleteRec

### findNextRec

### findPrevRec

### findMinRec

### findMaxRec

**You must submit answers to all of the below questions for full credit!!** Feel free to keep the answers as short or as long as you need to - you definitely don’t need to write more than a couple of sentences for each one.

### Repeat the question in your own words. List assumptions you make about the requirements.

1. Create a binary search tree, with methods to insert, find next, find previous, find minimum, and find maximum. Make all methods recursive in their implementations.

### Enumerate edge cases that you will want to consider. In this assignment, you don’t have to write code to address those as long as you call them out here.

1. This won’t account for anything that’s not integers, and it won’t account for duplicates values.

### Illustrate examples of input and output.

### Come up with an algorithm for each method. You don’t need to submit anything for this part, but I strongly recommend doing this before starting to code.

### Identify whether there are any issues with performance or space in your algorithm, and if so, iterate on it until it’s as optimized as possible. If you’re stuck here, please ask for help during Office Hours or on Slack!!!

1. Since this algorithm is recursive, it uses implicit space, which will grow as the number of elements grows. If there is a recursion limit, that can also cause issues.

### (*You must submit code for this question!*) Translate your algorithm into real code. For this exercise, please do so in an IDE and upload it to Github. Add the suffix *Rec* to all of your recursive methods. For example, your recursive implementation of insert should be called insertRec().

1. Submitted on GitHub (question\_1\_c.py).

### What are problems/trade-offs with your current method? How might you optimize it to prevent those issues? You don’t have to optimize them here, but you must enumerate them.

1. Although recursive is easier to implement, it is also more costly than an iterative solution.
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## (8 points) (*You must submit code for this question!*) Submit an implementation of the following iterative methods in a Binary Search Tree. You do not need to submit written answers to the framework from above, but it might be useful for you to consider the answers to those questions when writing code. Note that the Iter suffix simply means that the function is iterative. Keep in mind that an iterative solution cannot make a single recursive call!

### insertIter

### deleteIter

### findNextIter

### findPrevIter

### findMinIter

### findMaxIter

A: Submitted on GitHub (question\_1\_d.py).
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# 2. (10 points) Sort It!

## (1 point) In the following BST, what is the sorted order of elements, from lowest value to highest value? Write your answer as a comma-separated list.
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A: 0005, 0006, 0007, 0010, 0011, 0012, 0016, 0017, 0018, 0019, 0020

## (4 points) In your own words, describe an algorithm that uses the properties of a BST to take in a list of unsorted elements and output a list of sorted elements.

Using the properties of a BST can make creating a sorted list very easy. Since we know that: left < root < right, we can simply do an In-order traversal to print a list of increasing value. If we start with an unsorted list, we just feed that data into a new binary tree, then perform the In-order traversal.

## (5 points) (*You must submit code for this question!*) Implement the algorithm that you described above in sort().

A: Submitted on GitHub (question\_2\_c.py).

![](data:image/png;base64,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)

# 3. (5 points) Arrays of Integers

## (2 points) (*You must submit code for this question!*) Implement a function getRandomArray(n) where the output is an array of size n, and contains distinct random numbers (in other words, no two numbers in the array should be the same number). Math.rand() might be useful here.

A: submitted on GitHub (question\_3\_a.py).

Ran with 20 elements:

![](data:image/png;base64,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)

## (3 points) (*You must submit code for this question!*) Implement a function getSortedArray(n) where the output is an array of size n. The 0*th* element should be equal to n, the 1*st* element should be equal to n-1, and so on.

A: submitted on GitHub (question\_3\_b.py).

Ran with 20 elements:
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This concludes the set of problems that must be completed and turned in by 11:59pm on Tuesday, February 25*th*. The rest of this project must be completed and turned in by 11:59pm on Wednesday, March 4*th*.

# 4. (35 points) Balanced Binary Search Trees

## (2 point) In your own words, list the properties of a Balanced Binary Search Tree (BBST). Use terminology discussed in class.

A balanced BST is one in which every branch of the tree is within +-1 (absolute value of 1) of each other in height. It also inherits the values that any other BST has.

## (3 points) What are the respective asymptotic worst-case run-times of each of the following operations of a BBST? Give a Θ bound if appropriate. Do not forget to include the complexity of the rebalancing operation where needed. Justify your answers. You do NOT need to do a line-by-line analysis of code.

Where n = number of nodes in the BBST:

### Insert:

O(log n), as the number of nodes to search is cut in half at each level.

### Delete:

O(log n), for the same reasons as in i.

### Find-next:

Same as above.

### Find-prev:

Same as above.

### Find-min:

θ(n), where n = the height of the tree. The min will always be in the leftmost node.

### Find-max:

θ(n), where n = the height of the tree. The max will always be in the rightmost node.

## (15 points) You must submit code for this question!) Submit an implementation of the following iterative methods in an AVL Tree. You do not need to submit written answers to the framework from above, but it might be useful for you to consider the answers to those questions when writing code. Note that the Iter suffix simply means that the function is iterative. Keep in mind that an iterative solution cannot make a single recursive call! You will need to use your implementation of Node from the previous question.

### insertIter

### deleteIter

### findNextIter

### findPrevIter

### findMinIter

### findMaxIter

A: Submitted on GitHub (question\_4\_c.py).
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*From here, we will prove the efficiency of a balanced binary search tree as it compares to an unbalanced binary search tree using by building trees using a list of integers.*

# 5. (15 points) Constructing Trees

## (5 points) (*You must submit code for this question!*) Use your recursive implementation of your BST and your iterative implementation of your AVL Tree from Parts 1 and 2 to construct trees using getRandomArray(10,000). Both trees must be made from the same array. In other words, do not call the method twice - store the output of the method from getRandomArray(10,000) once and use it to construct both trees.

A: Submitted on GitHub (question\_5\_a.py).

## (5 points) Did you run into any issues? Test your code on a smaller input (say, getRandomArray(10), and see if you’re still running into the same error. If it works on inputs of size 10 but not size 10,000, your code is probably fine and this is expected! Explain why you’re running into issues (or might run into issues), using concepts we covered in class.

A: The code ran fine in both cases, even with 10,000 elements in the input arrays. However, the recursive implementation might fail if the recursion goes too deep, as the implicit space will eventually overflow. I was able to get this to run with 100,000, and then I tried 1,000,000 elements as well. The 100k run took about a minute, and the 1 million run took well over half an hour, but was still going when I stopped it. I was watching in task manager as it ran, and the RAM usage of python slowly crept up the entire time starting at 43.4MB, and going up to 46.3MB by the time I stopped it.
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## (5 points) (*You must submit code for this question!*) Use your iterative implementations of your AVL Tree and BST from Parts 1 and 2 to construct trees from the input of your implementation of getRandomArray(10,000). Both trees must be made from the same array. In other words, do not call the method twice - store the output of the method from getRandomArray(10,000) once and use it to construct both trees.

A: Submitted on GitHub (question\_5\_c.py).

# 6. (15 points) Compare Implementations

## (5 points) (You must submit code for this question!) Modify your iterative implementations of your methods in AVLTree and BinarySearchTree by keeping track of how many times you traverse one level down in the tree. In other words, if you go from a node to its child, add 1 to the counter.

A: Modified all three trees including recursive. Submitted on GitHub

## (5 points) (*You must submit code for this question!*) Construct a BST and AVLTree iteratively using getRandomArray(10000). Compare how many levels we have to traverse in the two trees. You can include a screenshot of your code’s output or write it out by hand.

A: Submitted on GitHub (question\_6\_b.py).
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## (5 points) (*You must submit code for this question!*) Construct a BST and AVLTree iteratively using getSortedArray(10000). Compare how many levels we have to traverse in the two trees. You can include a screenshot of your code’s output or write it out by hand.

A: Submitted on GitHub (question\_6\_c.py).
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# 7. (13 points) Extra Credit

*Note: Extra credit problems require significantly more independent research and effort than the for-credit problems. They will also not off-set poor comprehension of previous parts of this project. It is strongly recommended to save these for last.*

## (3 points) (*You must submit code for extra credit on this question!*) Use time packages in your respective language to quantify (in milliseconds/picoseconds) how much longer it takes to run 10,000 inserts and 10,000 deletes on a Binary Search Tree versus a Balanced Binary Search Tree.

![](data:image/png;base64,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)

\*Delete is implemented as well, but has a bug.

## (10 points) *Warning: This problem will be very time consuming!!* (*You must submit code for extra credit on this question!*)Use [https://www.geeksforge](https://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/)eks.[org/red-black-tree-set-1-introduction-2/](https://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/) as a guide to learning about Red-Black trees (or R/B Trees), which are another self-balancing tree. Implement a R/B tree that supports the same features as the AVL tree you implemented, and compare run-times in milliseconds.

This concludes the set of problems that must be completed and turned in by 11:59pm on Wednesday, March 4*th*.

# 8. (15 points) Code Review

After submitting your code, Sresht will be individually reading and reviewing your code. Comments will be added to your code. At some point before March 12*th*, it is your responsibility to amend your code and push up a new commit to the same repository. If you sufficiently address all points made in code review, you will receive full credit on this part of the project